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**ЦЕЛЬ РАБОТЫ**

Получить практические навыки по применению различных методов сжа-тия информации. Получить сравнительную характеристику сжатия ин-формации, используя различные комбинации методов. Сделать вывод.

**ЗАДАНИЕ**

**Вариант №2**. Выполнить первое сжатие файла способом кодирования серий (RLE), и повторное, используя алгоритм Лемпеля-Зива-Велча

**ТЕОРЕТИЧЕСКИЕ СВЕДЕНИЯ**

Сжатие информации - проблема, имеющая достаточно давнюю историю, гораздо более давнюю, нежели история развития вычислительной техники, которая (история) обычно шла параллельно с историей развития проблемы кодирования и шифровки информации.

Все алгоритмы сжатия оперируют входным потоком информации, минимальной единицей которой является бит, а максимальной - несколько бит, байт или несколько байт.

Целью процесса сжатия, как правило, есть получение более компактного выходного потока информационных единиц из некоторого изначально некомпактного входного потока при помощи некоторого их преобразования.

Основными техническими характеристиками процессов сжатия и результатов их работы являются:

* степень сжатия (compress rating) или отношение (ratio) объемов исходного и результирующего потоков;
* скорость сжатия - время, затрачиваемое на сжатие некоторого объема информации входного потока, до получения из него эквивалентного выходного потока;
* качество сжатия - величина, показывающая на сколько сильно упакован выходной поток, при помощи применения к нему повторного сжатия по этому же или иному алгоритму.

Все способы сжатия можно разделить на две категории: обратимое и необратимое сжатие.

Под необратимым сжатием подразумевают такое преобразование входного потока данных, при котором выходной поток, основанный на определенном формате информации, представляет, с некоторой точки зрения, достаточно похожий по внешним характеристикам на входной поток объект, однако отличается от него объемом.

Степень сходства входного и выходного потоков определяется степенью соответствия некоторых свойств объекта (т.е. сжатой и несжатой информации в соответствии с некоторым определенным форматом данных), представляемого данным потоком информации.

Такие подходы и алгоритмы используются для сжатия, например данных растровых графических файлов с низкой степенью повторяемости байтов в потоке. При таком подходе используется свойство структуры формата графического файла и возможность представить графическую картинку приблизительно схожую по качеству отображения (для восприятия человеческим глазом) несколькими (а точнее n) способами. Поэтому, кроме степени или величины сжатия, в таких алгоритмах возникает понятие качества, т.к. исходное изображение в процессе сжатия изменяется, то под качеством можно понимать степень соответствия исходного и результирующего изображения, оцениваемая субъективно, исходя из формата информации. Для графических файлов такое соответствие определяется визуально, хотя имеются и соответствующие интеллектуальные алгоритмы и программы. Необратимое сжатие невозможно применять в областях, в которых необходимо иметь точное соответствие информационной структуры входного и выходного потоков. Данный подход реализован в популярных форматах представления видео и фото информации, известных как JPEG и JFIF алгоритмы и JPG и JIF форматы файлов.

Обратимое сжатие всегда приводит к снижению объема выходного потока информации без изменения его информативности, т.е. - без потери информационной структуры.

Более того, из выходного потока, при помощи восстанавливающего или декомпрессирующего алгоритма, можно получить входной, а процесс восстановления называется декомпрессией или распаковкой и только после процесса распаковки данные пригодны для обработки в соответствии с их внутренним форматом.

Перейдем теперь непосредственно к алгоритмическим особенностям обратимых алгоритмов и рассмотрим важнейшие теоретические подходы к сжатию данных, связанные с реализацией кодирующих систем и способы сжатия информации.

Сжатие способом кодирования серий (RLE)

Наиболее известный простой подход и алгоритм сжатия информации обратимым путем - это кодирование серий последовательностей (Run Length Encoding - RLE).

Суть методов данного подхода состоит в замене цепочек или серий повторяющихся байтов или их последовательностей на один кодирующий байт и счетчик числа их повторений.

Например:

44 44 44 11 11 11 11 01 33 FF 22 22 - исходная последовательность

03 44 04 11 00 03 01 03 FF 02 22 - сжатая последовательность

Первый байт указывает сколько раз нужно повторить следующий байт

Если первый байт равен 00, то затем идет счетчик, показывающий сколько за ним следует неповторяющихся данных.

Данные методы, как правило, достаточно эффективны для сжатия растровых графических изображений (BMP, PCX, TIF, GIF), т.к. последние содержат достаточно много длинных серий повторяющихся последовательностей байтов.

Недостатком метода RLE является достаточно низкая степень сжатия.

Арифметическое кодирование

Совершенно иное решение предлагает т.н. арифметическое кодирование. Арифметическое кодирование является методом, позволяющим упаковывать символы входного алфавита без потерь при условии, что известно распределение частот этих символов и является наиболее оптимальным, т.к. достигается теоретическая граница степени сжатия.

Предполагаемая требуемая последовательность символов, при сжатии методом арифметического кодирования рассматривается как некоторая двоичная дробь из интервала [0, 1). Результат сжатия представляется как последовательность двоичных цифр из записи этой дроби.

Идея метода состоит в следующем: исходный текст рассматривается как запись этой дроби, где каждый входной символ является «цифрой» с весом, пропорциональным вероятности его появления. Этим объясняется интервал, соответствующий минимальной и максимальной вероятностям появления символа в потоке.

Пример.

Пусть алфавит состоит из двух символов: a и b с вероятностями соответственно 0,75 и 0,25.

Рассмотрим наш интервал вероятностей [0, 1). Разобьем его на части, длина которых пропорциональна вероятностям символов. В нашем случае это [0; 0,75) и [0,75; 1). Суть алгоритма в следующем: каждому слову во входном алфавите соответствует некоторый подинтервал из интервала [0, 1) а пустому слову соответствует весь интервал [0, 1). После получения каждого следующего символа интервал уменьшается с выбором той его части, которая соответствует новому символу. Кодом цепочки является интервал, выделенный после обработки всех ее символов, точнее, двоичная запись любой точки из этого интервала, а длина полученного интервала пропорциональна вероятности появления кодируемой цепочки.

Применим данный алгоритм для цепочки "aaba":
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Границы интервала вычисляются так берется расстояние внутри интервала (0,5625-0,421875=0,140625), делится на частоты [0; 0,10546875) и [0,10546875; 1) и находятся новые границы [0,421875; 0,52734375) и [0,52734375; 0,5625).

В качестве кода можно взять любое число из интервала, полученного на шаге 4, например, 0,43.

Алгоритм декодирования работает аналогично кодирующему. На входе 0,43 и идет разбиение интервала.

Продолжая этот процесс, мы однозначно декодируем все четыре символа. Для того, чтобы декодирующий алгоритм мог определить конец цепочки, мы можем либо передавать ее длину отдельно, либо добавить к алфавиту дополнительный уникальный символ – «конец цепочки».

Алгоритм Лемпеля-Зива-Велча (Lempel-Ziv-Welch - LZW)

Данный алгоритм отличают высокая скорость работы как при упаковке, так и при распаковке, достаточно скромные требования к памяти и простая аппаратная реализация.

Недостаток - низкая степень сжатия по сравнению со схемой двухступенчатого кодирования.

Предположим, что у нас имеется словарь, хранящий строки текста и содержащий порядка от 2-х до 8-ми тысяч пронумерованных гнезд. Запишем в первые 256 гнезд строки, состоящие из одного символа, номер которого равен номеру гнезда.

Алгоритм просматривает входной поток, разбивая его на подстроки и добавляя новые гнезда в конец словаря. Прочитаем несколько символов в строку s и найдем в словаре строку t - самый длинный префикс s.

Пусть он найден в гнезде с номером n. Выведем число n в выходной поток, переместим указатель входного потока на length(t) символов вперед и добавим в словарь новое гнездо, содержащее строку t+c, где с - очередной символ на входе (сразу после t). Алгоритм преобразует поток символов на входе в поток индексов ячеек словаря на выходе.

При практической реализации этого алгоритма следует учесть, что любое гнездо словаря, кроме самых первых, содержащих одно-символьные цепочки, хранит копию некоторого другого гнезда, к которой в конец приписан один символ. Вследствие этого можно обойтись простой списочной структурой с одной связью.

Пример: ABCABCABCABCABCABC - 1 2 3 4 6 5 7 7 7

|  |  |
| --- | --- |
| 1 | A |
| 2 | B |
| 3 | C |
| 4 | AB |
| 5 | BC |
| 6 | CA |
| 7 | ABC |
| 8 | CAB |
| 9 | BCA |

Двухступенчатое кодирование. Алгоритм Лемпеля-Зива

Гораздо большей степени сжатия можно добиться при выделении из входного потока повторяющихся цепочек - блоков, и кодирования ссылок на эти цепочки с построением хеш таблиц от первого до n-го уровня.

Метод, о котором и пойдет речь, принадлежит Лемпелю и Зиву и обычно называется LZ-compression.

Суть его состоит в следующем: упаковщик постоянно хранит некоторое количество последних обработанных символов в буфере. По мере обработки входного потока вновь поступившие символы попадают в конец буфера, сдвигая предшествующие символы и вытесняя самые старые.

Размеры этого буфера, называемого также скользящим словарем (sliding dictionary), варьируются в разных реализациях кодирующих систем.

Экспериментальным путем установлено, что программа LHarc использует 4-килобайтный буфер, LHA и PKZIP - 8-ми, а ARJ - 16-килобайтный.

Затем, после построения хеш таблиц алгоритм выделяет (путем поиска в словаре) самую длинную начальную подстроку входного потока, совпадающую с одной из подстрок в словаре, и выдает на выход пару (length, distance), где length - длина найденной в словаре подстроки, а distance - расстояние от нее до входной подстроки (то есть фактически индекс подстроки в буфере, вычтенный из его размера).

В случае, если такая подстрока не найдена, в выходной поток просто копируется очередной символ входного потока.

В первоначальной версии алгоритма предлагалось использовать простейший поиск по всему словарю. Однако, в дальнейшем, было предложено использовать двоичное дерево и хеширование для быстрого поиска в словаре, что позволило на порядок поднять скорость работы алгоритма.

Таким образом, алгоритм Лемпеля-Зива преобразует один поток исходных символов в два параллельных потока длин и индексов в таблице (length + distance).

Очевидно, что эти потоки являются потоками символов с двумя новыми алфавитами, и к ним можно применить один из упоминавшихся выше методов (RLE, кодирование Хаффмена или арифметическое кодирование).

Так мы приходим к схеме двухступенчатого кодирования - наиболее эффективной из практически используемых в настоящее время. При реализации этого метода необходимо добиться согласованного вывода обоих потоков в один файл. Эта проблема обычно решается путем поочередной записи кодов символов из обоих потоков.

Пример:

Первая ступень

abcabcabcabcabc - 1 а 1 b 1 c 3 3 6 3 9 3 12 3

Вторая ступень - исключение большой группы повторяющихся последовательностей

1 а 1 b 1 c 12 3

и сжатие RLE, кодирование Хаффмена , арифметическое кодирование

Алгоритм Хаффмана

Сжимая файл по алгоритму Хаффмана первое что мы должны сделать - это необходимо прочитать файл полностью и подсчитать сколько раз встречается каждый символ из расширенного набора ASCII.

Если мы будем учитывать все 256 символов, то для нас не будет разницы в сжатии текстового и EXE файла.

После подсчета частоты вхождения каждого символа, необходимо просмотреть таблицу кодов ASCII и сформировать бинарное дерево.

Пример:

Мы имеем файл длинной в 100 байт и имеющий 6 различных символов в себе . Мы подсчитали вхождение каждого из символов в файл и получили следующее :

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Символ | A | B | C | D | E | F |
| Число вхождений | 10 | 20 | 30 | 5 | 25 | 10 |

Теперь мы берем эти числа и будем называть их частотой вхождения для каждого символа.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Символ | C | E | B | F | A | D |
| Число вхождений | 30 | 25 | 20 | 10 | 10 | 5 |

Мы возьмем из последней таблицы 2 символа с наименьшей частотой. В нашем случае это D (5) и какой либо символ из F или A (10), можно взять любой из них например A.

Сформируем из "узлов" D и A новый "узел", частота вхождения для которого будет равна сумме частот D и A :

![arch_003.gif (850 bytes)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAXMAAAA/AQAAAAA6LBWcAAAAAnRSTlMAAQGU/a4AAAACYktHRAAB3YoTpAAAAAxjbVBQSkNtcDA3MTIAAAAHT223pQAAAadJREFUSMft1D1Lw1AUBuCoP6CLi4NUBal0UdycsjhYEJycijg4CDpk7BhQd3+ASJwEK13bQUqhi2PBQekHJlsHqWkd1DbJvd5z8nWlDfYKSgs9wyUJTw4vh5NIVKgM6a+9IQnUlCGZ4csWHO69jmcJTxUOgpeO6zuBj4M3wZM4eBIDb8vg27LvW74neuCpgv0V8Owx81bJ96+LM2sqesRP6DPo90PfC/KYqWSNDvZx9JjnM/TJa97f/9S/dZStcfnvuPzqoPxvS6frmJ/K4Oe4+ciD5iM6fxH/+31Qhstjn3tes2inAn4DfQW83QTfrYBvauiJHuYnBfB59CWcTx38ewF8XXV9eSsxvX21cpawqMN5LfQEveXOk8wW09l8bvdmx6Jdzpt9Xnfn+VBMXxbmN5dXv+fhvIP+w/OP0P92L6dE+h76F8+fpCD/AuR354P7QHEf7EPwbZxPmd8HtkyjsQ+0vxwaWZGeTPzE/5O3YXUFPPu0KR1nz77pmIg3/d/EqPgG81pmeF9nXj0W6t+9EPDPrH9VwFeZlw9GZ55j7kX3ObqE/RfhXYwFa738rwAAAABJRU5ErkJggg==)

Номер в рамке - сумма частот символов D и A. Теперь мы снова ищем два символа с самыми низкими частотами вхождения. Исключая из просмотра D и A и рассматривая вместо них новый "узел" с суммарной частотой вхождения. Самая низкая частота теперь у F и нового "узла". Снова сделаем операцию слияния узлов :

![arch_004.gif (1017 bytes)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAXMAAABXAQAAAADei5irAAAAAnRSTlMAAQGU/a4AAAACYktHRAAB3YoTpAAAAAxjbVBQSkNtcDA3MTIAAAAHT223pQAAAdNJREFUWMPt1r9Lw0AUB/BIS/G/6OzspkNUcBFUFOrQRQfX6uAgdMnSwU3p5pTJScRBNIhI/A86iaBiInWVIqWmJbmc9941P6oN9gnFiA3hSMsnL69fXq9VOOmwlWH7G4VwZGzFim52YJGvTVw1WHy8ZLi60tcD76vgLfCeCt7Lg29r4G0t8A+BZ2bofQu8WIUXbwvvhP5xLrchPeJT9A30ZuRbYT9P1cJ5glfBe9jPW+QLi3G//139+9ugPva/G+uf9+v/ZT63KfPRhPcnY/lo/fKh5k/xP54H3xqsn06+e4Pq8LoOn3cHvQ6+UwPf1MHXVPTMjPpn21C/hF6DkxngX7fBX8j6rHKwlD2cWRlfdrgb82rkGfp3mac3UTYKpeLxqu7wZsxbn71jyjyPysb01tTewnpvPzHvom90/QnUX7sqWom+hf6u67NV6H8W+pf54Dz42H8b83nGfCrxeRDDlI554F8PN+GaJ+xXbvj8kR/59Pm2mPQxghdbQc+zft2L73Se4q1gm0iLvyR6Y8j1r4n+LGV5ps03aJ46z2n7Pv5P78EuSvAMzjR5V6f5lkbzjFjftWi+ow4rH1uRP5GekhnI87A+/7vei/4VDOT7B0f0HyWb2E5LI+6xAAAAAElFTkSuQmCC)

Рассматриваем таблицу снова для следующих двух символов ( B и E ).

Мы продолжаем в этот режим пока все "дерево" не сформировано, т.е. пока все не сведется к одному узлу.

![arch_005.gif (1627 bytes)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAXYAAACfAQAAAADFGc82AAAAAnRSTlMAAQGU/a4AAAACYktHRAAB3YoTpAAAAAxjbVBQSkNtcDA3MTIAAAAHT223pQAAAoBJREFUWMPt2T+LE0EUAPA9bIxNsLQSsdDOIlxhFVu1Erkr9AMISqpwlcLmEPG6wPkBtLHwJEQQLsXBjdUF5PDA5oogCVgEFF2jJtHbP2Pem92dyWaTnSec2eAuy5AlvzzevrydGRKDkw7HyPxs/8ugHA8MW37Yg0FcD3G0cGzjyHAU3jED3wRvo3+M/iH6PHgnH3g79A3pW+hb6BvgPSv0G1f2z6JngPvoP6A/VDwL/ftr2yzeN9FX0RdD//aF6nuJ8W9t+R7z/6rk347L39l4tv8U/QH4PVPWpxpXH2r9Kf7v+6Glmc9533c97pTBv8P7/YH+MnivDP53V/iGkn8N/BcG3sJzG7xbAz9oC/9qM/fmycVT53IjX5K+Kz1H7x0I/+jS6qfay5W7Nz3uKd6e8EPhf9ZXu6Xmjdz18XxUXwLv+r5fH8XfOrx3e6r3MP6R7zubV0f5n4T8RX1EPzTRnwHvFMB/qyrfLzRTKvohZpLh5pTXE/OVJQ1TvBu+m/nMz99DpxcJPgCL6kdzwAmKt4NpJS1+WKT5wTHHHzJiPma66pkyH+1PTyxGed3+l28tqg8qoOuDCs/VV2AW9b1dTPYMTt9/14iv+s/E+B+Zhi9Lf2Qm+9269Dr1Ya+J/j7RXyB6rusdw18iK4aW5zK+OBL6ecInPC//xlfkrkDLj11mPvMp8DE9PNOzyWdkjr5jFAtwC0a4AZjtR3OypcTnyZ4ViH6H5nfvEOPz/8uP9aeGjz4Cmc985o/Biy3fkrZ3lTEVvsfdHZPgB7y3wgi+v75G8r3nND9YXz5N8fCjr8b9dvy1dAl38E5kbZ3+f1O0/nzBfLSfk/y0KJmf6f8AcUCQRj2eNuwAAAAASUVORK5CYII=)

Теперь когда наше дерево создано, мы можем кодировать файл . Мы должны всегда начинать из корня ( Root ). Кодируя первый символ (лист дерева С) Мы прослеживаем вверх по дереву все повороты ветвей и если мы делаем левый поворот, то запоминаем 0-й бит, и аналогично 1-й бит для правого поворота. Так для C, мы будем идти влево к 55 ( и запомним 0 ), затем снова влево (0) к самому символу . Код Хаффмана для нашего символа C - 00. Для следующего символа ( А ) у нас получается - лево,право,лево,лево , что выливается в последовательность 0100. Выполнив выше сказанное для всех символов получим

C = 00 ( 2 бита )  
A = 0100 ( 4 бита )  
D = 0101 ( 4 бита )  
F = 011 ( 3 бита )  
B = 10 ( 2 бита )  
E = 11 ( 2 бита )

При кодировании заменяем символы на данные последовательности.

**ХОД РАБОТЫ**

На рисунке 1 представлена главная форма программы.

![](data:image/png;base64,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)

Рисунок 1 – Главная форма программы.

Пример работы программы представлен на рисунке 2.
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Рисунок 2 – Пример работы программы.

**ПРИЛОЖЕНИЕ**

**Листинг класса программы**

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

using static System.Net.Mime.MediaTypeNames;

namespace InformationSecureLabs

{

public partial class lab6 : Form

{

public lab6()

{

InitializeComponent();

}

private string path = "";

public byte[] CompressRLE(byte[] input)

{

using (MemoryStream compressedStream = new MemoryStream())

{

for (int i = 0; i < input.Length; i++)

{

byte currentByte = input[i];

int runLength = 1;

while (i + 1 < input.Length && input[i + 1] == currentByte && runLength < 255)

{

runLength++;

i++;

}

// Записываем количество повторов и сам символ

compressedStream.WriteByte((byte)runLength);

compressedStream.WriteByte(currentByte);

}

return compressedStream.ToArray();

}

}

public List<int> CompressLZW(byte[] input)

{

// Инициализация словаря для ASCII символов

Dictionary<string, int> dictionary = new Dictionary<string, int>();

for (int i = 0; i < 256; i++)

{

dictionary.Add(((char)i).ToString(), i);

}

string currentStr = "";

List<int> compressed = new List<int>();

int dictSize = 256;

foreach (byte b in input)

{

char currentChar = (char)b;

string newStr = currentStr + currentChar;

// Если комбинация уже в словаре, продолжаем

if (dictionary.ContainsKey(newStr))

{

currentStr = newStr;

}

else

{

// Сохраняем индекс из словаря и добавляем новую комбинацию

compressed.Add(dictionary[currentStr]);

dictionary[newStr] = dictSize++;

currentStr = currentChar.ToString();

}

}

// Записываем оставшийся символ

if (!string.IsNullOrEmpty(currentStr))

{

compressed.Add(dictionary[currentStr]);

}

return compressed;

}

private void button2\_Click(object sender, EventArgs e)

{

if (path == "")

return;

byte[] inputText = File.ReadAllBytes(path);

richTextBox1.Text = Encoding.UTF8.GetString(inputText);

var rleCompressed = CompressRLE(inputText);

var lzwCompressed = CompressLZW(rleCompressed);

using (BinaryWriter writer = new BinaryWriter(File.Open(path + "compressed", FileMode.Create)))

foreach (int c in lzwCompressed)

writer.Write((ushort)c);

byte[] comressedFile = File.ReadAllBytes(path + "compressed");

string compressed = "";

foreach (int c in comressedFile)

compressed += $"\\{c}";

richTextBox2.Text = compressed;

}

private void button1\_Click(object sender, EventArgs e)

{

OpenFileDialog openFileDialog = new OpenFileDialog();

openFileDialog.Filter = "Текстовые файлы (\*.txt)|\*.txt|Все файлы (\*.\*)|\*.\*";

openFileDialog.Title = "Выберите файл";

if (openFileDialog.ShowDialog() == DialogResult.OK)

{

path = openFileDialog.FileName;

textBox1.Text = path;

}

else

MessageBox.Show("Файл не был выбран.");

}

}

}